# Cosas útiles de ZeOS

## Para buildear el sistema operativo (cuando esté todo)

$ gcc -Wall -Wstrict-prototypes -o build build.c

$./build bootsect system.out user.out > zeos.bin

## Pila de usuario

![Resultado de imagen de x86 stack](data:image/gif;base64,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)

## Donde se programa cada cosa?

* Handlers → entry.S
* Añadir interrupció a la IDT → interrupt.c
* Routine → interrupt.c
* Wrapper → libc.c

# Log de cosas hechas

## Implementar la macro RESTORE\_ALL i EOI

En entry.S, es simplemente hacer pop de todo lo que hemos puesto con el SAVE\_ALL:

#define RESTORE\_ALL \

popl *%ebx*; \

popl *%ecx*; \

popl *%edx*; \

popl *%esi*; \

popl *%edi*; \

popl *%ebp*; \

popl *%eax*; \

popl *%ds*; \

popl *%es*; \

popl *%fs*; \

popl *%gs*;

#define EOI \

movb $0x20, *%al*; \

outb *%al*, $0x20;

## Implementar el teclado

Primero hay que implementar el service\_routine (en interrupt.c). Leemos del puerto del teclado, el 0x60. El 7o bit inidca si es brak o make (pulsar o soltar). Del bit 0 al 6 inidcan el código de la tecla.

    // Rutina del teclat

*void* keyboard\_routine() {

*unsigned* *char* key;

   key = inb(0x60); // Llegeix el port del teclat

*unsigned* *char* translate = key & 0x7F; // Per saber el codi

*unsigned* *char* make = key & 0x80;        // Per saber si break o make

    if (make == 0x80) {

*char* c = char\_map[translate];

    if (c == '\0') printc\_xy(10, 20, 'C');

  else printc\_xy(10, 20, c);

  }

}

Luego implementar el handler (en entry.S)

// HANDLER DEL TECLADO

ENTRY(keyboard\_handler)

SAVE\_ALL;

EOI;

call keyboard\_routine;

RESTORE\_ALL;

iret;

En interrupt.c definimos la cabecera.

*void* keyboard\_handler();

Añadir la entrada a la IDT, en interrupt.c. Dentro de la función void setIdt()

setInterruptHandler(33, keyboard\_handler, 0);

Finalmente, en hardware.c habilitar la interrupción de teclado. El registro 0x21 contiene una máscara de interrupciones. 1 significa desabilitada, 0 habilitada.

Los bits se corresponden así:

\* bit 0 : Timer

\* bit 1 : Keyboard

\* bit 2 : PIC cascading

\* bit 3 : 2nd Serial Port

\* bit 4 : 1st Serial Port

\* bit 5 : Reserved

\* bit 6 : Floppy disk

\* bit 7 : Reserved

## Implementar la rutina system\_call\_handler

Para poder hacer llamadas a sistema, hay que hacer un handler que manipule estas llamadas. Esto se hace en entry.S

// HANDLER DE SYSTEMM CALLS

ENTRY(system\_call\_handler)

   SAVE\_ALL;                  // Guardar contexto

    cmpl $0, *%eax* // La llamada es negativa?

jl err // Si lo es, lanza error

cmpl $MAX\_SYSCALL, *%eax* // Es más grande que MAX\_SYSCALL? (4)

jg err // Si lo es, lanza error

call \*sys\_call\_table(, *%eax*, 0x04); // Llamar a la rutina // correspondiente

jmp fin // Acaba

err:

    movl $-38, *%eax*       // Mover el error al %eax

fin:

movl *%eax*, 0x18(*%esp*) // Cambiar el valor de %eax en la pila

RESTORE\_ALL; // Reestablecer contexto

iret;

## Inicializar la IDT con el handler

En interrupt.c, dentro de void setIdt():

setTrapHandler(0x80, system\_call\_handler, 3);

## Implementar la llamada write

Primero, implementar la rutina sys\_write.

*int* sys\_write(*int* fd, *char* \* buffer, *int* size) {

*int* res;

if (res = check\_fd(fd, ESCRIPTURA) < 0) return -1;

if (buffer == NULL) return -1;

    if (size < 0) return -1;

    return sys\_write\_console(buffer, size);

}

Luego modificar la sys\_call\_table para que contenga la entrada a write (será la 4). Esto lo hacemos en sys\_call\_table.S

ENTRY (sys\_call\_table)

    .long sys\_ni\_syscall     // 0

    .long sys\_ni\_syscall     // 1

    .long sys\_ni\_syscall     // 2

    .long sys\_ni\_syscall     // 3

.long sys\_write          // 4

  .globl MAX\_SYSCALL

*MAX\_SYSCALL =* (. - sys\_call\_table)/4

Finalmente, crear el wrapper para la system call (la función de la libc.c). La forma de ensamblador *inline* usada, define primero la instrucción en asm. La sigue los *output operands*, y después los *input operands*.

*int* write(*int* fd, *char* \*buffer, *int* size) {

*int* resultado;

*asm* ( "int $0x80"    // Instrucción asm

        : "=a" (resultado) // Output (eax = resultado)

        : "a" (4), "b" (fd), "c" (buffer), "d" (size) // Inputs

    );

    if (resultado >= 0) return resultado;

    else {

        errno = -resultado;

        return -1;

    }

}

## Implementar errno y perror

Creamos una variable en libc.c que se llama errno y es de tipo integer. Cuando hagamos una llamada a sistema, si nos devuelve un número 0 o positivo, significa que ha ido bien. Si devuelve un número negativo implica que ha habido un error. Por eso tenemos que guardar el valor absoluto de este número en el errno, y devolver -1.

El perror no es más que una función de libc.c que nos devuelve el errno.

*void* perror() {

*char* txt[100];

    itoa(errno, txt);

    write(1, txt, strlen(txt));

}

## Implementar el reloj

Queremos mostrar un reloj con el tiempo que ha pasado desde que hemos booteado ZeOS.

Primero inicializamos la entrada del clock en la IDT (entrada 32), en interrupt.c dentro de void setIdt().

setInterruptHandler(32, clock\_handler, 0);

También añadimos la cabecera del handler en este archivo.

*void* clock\_handler();

Luego escribimos el handler, en entry.S.

// HANDLER DEL RELOJ

ENTRY(clock\_handler)

SAVE\_ALL;

EOI;

call clock\_routine;

RESTORE\_ALL;

iret;

Escribimos la rutina de servicio en interrupt.c, que no hace más que sumar ticks y mostrar el reloj.

    // Rutina del clock

extern zeos\_ticks; // Extern la llama de fuera.

*void* clock\_routine() {

    zeos\_show\_clock();

    zeos\_ticks++;

}

Habilitamos la interrupción, poniendo el primer bit a 0 (máscara del registro 0x21 tendrá que ser 0xFC, para dejar habilitada la de teclado = 11111100).

Finalmente escribimos el wrapper en libc.c, que llama a la interrupcion y guarda el resultado en %eax como siempre. Luego trata el resultado con el errno.

*int* gettime() {

*int* resultado;

*asm* ( "int $0x80"

        : "=a" (resultado)

        : "a" (10)

    );

    if (resultado >= 0) return resultado;

    else {

        errno = -resultado;

        return -1;

    }

}

La llamada a sistema, que la implementamos en sys.c es así:

*int* sys\_gettime() {

    return zeos\_ticks;

}

Además, darse cuenta que tenemos una variable zeos\_ticks. Esta variable la hemos declarado en sys.c así:

*int* zeos\_ticks;

Luego, como la necesitamos en interrupt.c, tenemos que llamarla con la palabra clave exern, como se ve arriba. También la necesitamos en system.c. En el main, tenemos que poner esta variable a 0 para que empiece a contar desde que bootea. Lo añadimos en la línea 74 y 75 del main de system.c, después que cargue el kernel.

extern zeos\_ticks; // Extern la llama de fuera.

zeos\_ticks = 0;